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Abstract. In this article, we present a new code-based stream cipher called 2SC, based on the sponge
construction. The security of the keystream generation of 2SC is reducible to the conjectured intractabil-
ity of the Syndrome Decoding (SD) problem, which is believed to be hard in the average case. Our
stream cipher compares favorably with other provably secure stream ciphers such as QUAD and SYND
in terms of efficiency and storage. In particular, 2SC is much faster than both these stream ciphers, re-
quiring shorter keys and initial vectors (IVs) in order to attain comparable security levels (the runtime
in terms of clock cycles is actually halved compared to SYND for around 170 bits of security, whereas
the key size is about 50 bits smaller) .
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1 Introduction

Stream ciphers and block ciphers are two very important families of symmetric encryption schemes. The
former typically operates on smaller units of plaintext one at a time, usually bits, while the latter operates
on large blocks of the plaintext message at the same time. Stream ciphers have to be exceptionally fast,
much faster than any block cipher, and require lower computing resources. For this reason, they are used
in many applications such as secure wireless communication. A stream cipher produces what is called a
keystream, which is a sequence of bits used as a key for encryption. The ciphertext is obtained by combining
the keystream with the clear text (plaintext) on a ’bit by bit’ basis, usually by mean of the bitwise XOR
operation.

Over the last decades, the design of stream ciphers, and more generally, pseudo-random number genera-
tors (PRNGs), has been a subject of intensive study. There exist several constructions, most of them based
on linear feedback shift registers (LFSR). However, state of the art of cryptanalysis of such ciphers showed
that they suffer from many security weaknesses. Another method to construct a PRNG is to use keyed
pseudo-random permutation. The first provably secure construction following this approach is due to Blum
and Micali [6] whose security is based on the hardness of factoring an RSA modulus. Another PRNG was
proposed by Blum, Blum, and Shub [5] is secure under the assumption that factoring large Blum integers is
hard. For the modified of the Blum-Micali construction developed by Kaliski [18], the corresponding hardness
is the intractability of the discrete logarithm problem in the group of points on an elliptic curve defined over a
finite field. Assuming the assumption of the RSA problem , Alexi, Chor, Goldreich and Schnorr [1] proposed
a PRNG. The one-way function hard-core bit construction by Goldreich and Levin [13] has also led to the
construction of the efficient pseudo-random number generator, called BMGL [22], which was developed by
H̊astad and Näslund using Rijndael.

Unfortunately, the theoretically secure constructions of PRNG have up to now mostly focused on methods
based on number theoretic assumptions. The existing schemes are vulnerable to ”quantum” attacks as shown
by Shor [21]. Furthermore, despite their simplicity, most of these systems are inefficient thus impractical
for many applications. It is therefore desirable to have efficient stream ciphers whose security relies on
other assumptions, and which are more promising even for a future featuring quantum computers. The first
construction addressing this challenge is due to Impagliazzo and Naor [17] is based on the subset sum problem.
Later, Fisher and Stern [9] proposed a PRNG system whose security relies on the syndrome decoding problem
for error-correcting codes. Recently, two provably secure PRNG constructions have proposed. The first one,
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called QUAD, due to Berbain, Gilbert and Patarin [3] under assumption that solving a multivariate quadratic
system is difficult (MQ-problem). The second one, named SYND and proposed by Gaborit, Lauradoux and
Sendrier [12], is an improved variant of Fisher-Stern’s system [9]. The security of SYND is reducible to the
SD problem, which has been proved to be NP-complete in [4].

Our contribution

In this paper we describe a new code-based stream cipher whose security can be reduced to the SD problem.
This cipher is faster than the last one proposed in [12] and requires comparatively little storage capacity,
making it attractive for practical implementations. We also propose parameters for fast keystream generation
for different security levels.

Organization of the paper

Section 2 provides a short introduction to error-correcting codes. Section 3 gives a brief review of related
work. A detailed description of the of 2SC stream cipher is presented in Section 4, its security is discussed in
Section 5. In Section 6 secure parameters and experimental results for 2SC are presented. Section 7 concludes
the paper and gives some suggestions for future research.

2 Preliminaries

In this section we provide a short introduction to error-correcting codes and recall some hard problems in
this area. A more detailed description can be found in [20].

In general, a linear code C is a k-dimensional subspace of an n-dimensional vector space over a finite
field Fq, where k and n are positive integers with k < n and q a prime power. Elements of Fnq are called words
and elements of C are called codewords. The integer r = n− k is called the co-dimension of C. The weight of
a word x, denoted by w = wt(x), is the number of non-zero entries in x, and the Hamming distance between
two words x and y is wt(x − y) . The minimum distance d of a code is the smallest distance between any
two distinct codewords. If the ratio n/w is a power of 2, we say words are regular if they consist of w blocks
of n/w bits, each with a single non-zero entry. A generator matrix G of C is a matrix whose rows form a
basis of C. i.e., C = {xG : x ∈ Fkq}. A parity check matrix H of C is defined by C = {x ∈ Fnq : HxT = 0} and
generates the code’s dual space.
Throughout this paper we set q = 2.

The security of code-based cryptosystems is based on the hardness of several classical coding theory
problems. The most relevant in our context are the following:

Definition 1 (Binary Syndrome Decoding (SD) problem). Let n, s, and w be positive integers with
n > s > w. Given a binary s × n matrix H, a binary vector y ∈ Fs2 ,and an integer w > 0, find a word
x ∈ Fn2 of weight w, such that H · xT = y.

This problem was proved NP-complete in [4]. A particular case of SD is the Regular Syndrome Decoding
problem (RSD), which was defined and proved NP-complete in [2]. This problen is stated as follows.

Definition 2 (Regular Syndrome Decoding problem (RSD)). Let n, s, and w be positive integers
with n > s > w. Given a binary s×n matrix H, a binary vector y ∈ Fs2, and an integer w > 0, find a regular
word x ∈ Fn2 of weight w, such that H · xT = y.

Through this paper, we will denote SD(n, s, w) and RSD(n, s, w) to indicate instances of the above
problems with parameters (n, s, w).

2
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3 Related works

In this section, we briefly review related work for our construction: The SYND stream cipher [12] and the
sponge construction [10].

SYND stream cipher. SYND is a improved variant of Fisher-Stern’s PRNG [9] with two improvements:
the use of quasi-cyclic codes, which reduces the storage capacity and the introduction of the regular words
technique used in [2], which speeds up the keystream generation of the system. SYND is a synchronous
stream cipher, which uses a secret key and an initial value, both of length r (in bits). THe SYND cipher
has three phases: initialization, update, and output. During each step, an r-to-r bit function is applied. The
update and output function, denoted respectively by g1 and g2, are defined as follows:

gi : Fr2 → Fr2 (i = 1, 2)

x 7→ gi(x) = Hi · φ(x)T ,

where the mapping x 7→ φ(x) is an encoder which transforms a bitstring of length r into a regular word of
length n and weight w, and each Hi is an r × ni random matrix. The three round Feistel transformation
using g1 and g2 is the initialization function, taking as input an initial value IV and a secret K, both of
them r/2 bits long, and returning as output an initial state of size r. The security of SYND is reduced to a
special case of the syndrome decoding problem, having solutions from the space of regular words (See [12]
for more details).

Sponge functions. Sponge functions were introduced in [10]. They provide a new method for iterative
hash function design, called the sponge construction. A sponge function takes as input a variable-length bit
string and outputs a bit string of unspecified length. It is determined by a fixed-length transformation (or
permutation), operating on states of fixed size b (in bits). The value b is called width. Each state is composed
of two parts: the first r bits are its outer part and the last c bits are its inner part with b = r+ c. r is called
the bitrate and c is the capacity of the construction. Furthermore, all bits of the state are initialized to 0.
Denote by e = (er, ec) a state of the sponge construction, where er is the outer part and er the inner part
of e. The function F is evaluated in two steps, called the absorbing, and resp. the squeezing phase.

During the former phase, for an r-bits input x, the state is updated as e← F(er⊕x, ec). In the squeezing
phase, only the first parts of states are returned as blocks zi of the infinite output bit string, i.e. zi ← er;
this operation is followed by the state update as e← F(e). The number of output blocks is chosen by user.

Note that the inner part ec of each state e are never directly modified by inputs and never returned
during the squeezing phase. The desired security level of the construction is determined by the capacity c.

For the security analysis of the sponge construction, there are two cases to consider, keyed and resp.
unkeyed sponge constructions. The first setting corresponds to scenarios where a sponge function is used in
conjunction with a key, for example in the case of stream ciphers and message authentication codes (MACs).
It was proved in [11] that the advantage in distinguishing a keyed sponge from a random oracle is upper
bounded by max{

((
M2/2 + 2MN

)
2−c, N2−|K|

)
}, where M is the data complexity, i.e. the amount of access

to the keyed instance, N the number of queries to the underlying transformation (or permutation), where
only ”fresh” queries are considered. ”Denote by |K| the length of the key, and let c be the capacity. In the
unkeyed setting, for example the case of hash functions, this bound this bound is larger, and equaling to
N(N + 1)/2c+1 when 2c >> N (See [11] for more details).

4 Our Proposal: 2SC

This section describes in detail a novel construction, called Sponge C ode-based S tream C ipher (2SC). We
outline the construction starting from the illustration in Figure 1. Let K and IV denote the key and the initial
vector respectively, and let r = |K| = |IV|r. Denote s = w log 2(n/w), where n > w and the ratio n/w is
power of 2.

3
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Initialization. The initialization function f takes a key K and an initial vector IV and returns an initial
state as follows:

f : F|K|2 × F|IV|2 → Fs2
(x1, x2) 7→ f(x1, x2) = f1

(
(f [r]

1 (x1|0c)⊕ x2, f
[c]
1 (x1|0c))

)
,

where ”|” denotes the concatenation and ”0l” is the all-zero vector of size l. We write f [r]
1 (·) and resp.

f
[c]
1 (·) for the outer, resp. inner part of f1(·). The syndrome mapping f1 is defined by:

f1 : Fs2 → Fs2
x 7→ f1(x) = H1 · φ(x)T .

Here, the function x 7→ φ(x) is a regular encoder, transforming a an s-bit string into a regular word of length
n and weight w. The matrix H1 is a random binary matrix of size s×n. This initialization step requires two
function evaluations and two bitwise XOR operations. Thus, if optimal parameters (n, s, w) are chosen for
each security level, our proposal is more efficient than SYND (see also Section 6).

Update. During this step, an additional random function g is used to update the internal state several times
(say N times). The number of times that g is run is chosen by the user, affecting both the security and the
efficiency of the construction. The function g is defined by:

g : Fs2 → Fs2 (1)

x 7→ g(x) = H2 · φ(x)T , (2)

where H2 is a binary random matrix of size s× n and the function x 7→ φ(x) is the regular encoder used
in the initialization step above.

Squeezing. Let eN be the internal state output by the update phase. The cipher 2SC generates a keystream
consisting of r bit blocks (zi)i≥1 as follows:

– z1 consists of the first r bits of the internal state x1 = g(eN ), where eN is the output of the N iterations
of g in the update state.

– For i ≥ 2, zi consists of the first r bits of the recursively computed state xi = g(xi−1).

Encryption. Let L be the maximal keystream that may produced using a single (K, IV) pair. In our
construction, we have L = rNg, where Ng indicates the maximal number of calls of the function g. In order
to encrypt a clear text of length l ≤ L, each of the first l bits of the keystream sequence is XOR-ed with the
corresponding clear text value as in the one-time pad encryption.

In practice the parameters n, s, and w are chosen such that n
w = 2m and s = w ×m for some integers

m > 0. As stated in [2], this choice is due to the following consideration: the number of regular words is
exactly equal to ( nw )w, thus our choice of n, s, and w implies the existence a simple regular encoder between
Fwm2 and the set of regular words. In 2SC, we use the regular encoding algorithm introduced in [7] to speed-up
the computation. The main idea of this algorithm is to compute the w indexes where the non-zero entries of
a regular word are located. These indexes exactly correspond to the w columns used in the XOR operations.

5 Security Analysis of 2SC

This section assesses the security of 2SC. We first show that, in practice, it is hard to recover states or
reconstruct the secret data (Key and IV) from the key stream. We then show that the output of 2SC is
pseudo-random, i.e., the probability to distinguish the key stream output by 2SC from a random sequence
is negligible.

4
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Fig. 1. A Diagram of 2SC Key Stream Generator

5.1 Best known attacks

In practice, an adversary against the security of 2SC is faced with two problems. On the one hand, knowing
the blocks zi of r bits does not allow an adversary to get the remaining c = b − r bits; the larger the
capacity, the more secure the system is. On the other hand, even having successfully guessed those bits, the
adversary must solve an instance of the RSD problem. However, solving the RSD problem efficiently is as
difficult as SD in average case, for an appropriately chosen parameter set. Indeed, all known attacks for SD
are fully exponential; in fact, only two kinds of algorithms can attack the SD-based systems: Information
Set Decoding (ISD) and the Generalized Birthday Algorithm (GBA). Which of the two approaches is more
efficient depends on the parameters and the cryptosystem. In our setting, each instance of RSD has on
average one solution due to the form of the regular words; here the best known attack is the GBA, as shown
in [8]. The most recent GBA against code-based crytosystems is proposed in [8] and will be used to select
secure parameters for 2SC.

Remark 1. One could also use Time Memory trade-off attacks against stream ciphers. This attack was first
introduced in [15] as a generic method of attacking block ciphers. To avoid it, one must adjust the cipher
parameters as shown in [16,14], i.e., the IV should be at least as large as the key, and the state should be at
least twice the key.

5.2 Pseudorandomess

In this section, we analyze the security of the key stream generation as well as the security of the initialization
process. We first show that the key stream produced by our scheme is indistinguishable from a random
sequence. Towards achieving this goal, we first define several useful concepts.

Definition 3 (Universal Hashing). A family U of hash functions u ∈ U with u : X → Y is called universal
if for all x 6= x′ we have

Prob[u(x) = u(x′) | u sampled randomly from U ] ≤ 1
b
,

where x, x′ ∈ X and b = |Y |.

Next, we introduce the Subset Sum Problem (SSP), which is closely related to syndrome decoding problem.
The SSP has been proved NP-complete by Karp in [19] and can be stated as follows.

5
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Definition 4 (Subset Sum Problem (SSP)). Given n integers (h1, · · · , hn), each of s bits, and and an
integer y called the target, find a subset S ⊂ {1, · · · , n} such that

∑
j∈S hj = y mod 2s.

As stated in [17], this problem is equivalent to inverting the function

gh(S) =
∑
j∈S

hj = y mod 2s. (3)

This function maps an n-bit string to s-bit string. When the cardinality |S| of S is upper bounded by a fixed
integer w (i.e. |S| ≤ w), we get an instance of the (regular) syndrome decoding stated earlier. More precisely,
take |S| = w; then the elements in S can be interpreted as the positions of the non-zero coordinates of an
incidence vector x. Thus x has weight |S| = w. The elements (h1, · · · , hn) are the rows of a matrix H of size
s× n. The target y is the syndrome such that H · xT = y.

Without loss of generality, the transformation f in the initialization step (see section 4) and the equiv-
alent transformation g can be regarded as a mapping x 7→ u(x) = H · xT , x is a regular word, because the
encoding function φ (as defined in the initialization and update steps outlined in section 4) is bijective.

Let R denote the set of regular words of length n and weight w and H the set of binary random matrices
of size s× n. In order to prove that the family U = {u : u(x) = H · xT , x ∈ R, H ∈ H} is universal, we state
the following lemma.

Lemma 1. There exists, on average, only one solution of each instance RSD(n, s, w), where s = w log 2(n/w).

Proof. Let Nrsd(n, s, w) denotes the expected number of solutions of an instance RSD(n, s, w). This number

is defined as the number of regular words divided by the number of the syndromes, i.e. Nrsd(n, s, w) = ( nw )w
2s .

By replacing s by w log 2(n/w), we obtain Nrsd(n, s, w) = 1.

Proposition 1. The family U = {u : u(x) = H · xT , x ∈ R, H ∈ H} is universal.

Proof. From Lemma 1, we know that there exists on average only one regular word that solves the syndrome
decoding problem. Thus, it follows that for all for all x 6= x′

Prob[H · xT = H · x′
T

| H sampled randomly from H] = 0 ≤ 1
2s

Proposition 2. The probability of distinguishing the output of each u ∈ U from a random sequence of length
s is negligible.

Proof. (Sketch). The proof is inspired from [17] and works as follows. As explained above, the family U can
be seen as a collection gh defined as in equation (3). Due to Proposition 1 this collection of transformations
is universal and therefore, as proved in [17], we can apply the Leftover hash lemma to show that if s < γn
for some real number γ < 1, then the expected distinguishibility of gh(S) = H · xT and a random y ∈ Fs2 is
at most 2

−(1−γ)n
2 .

In our setting, γ can be obtained as follows:

ψ(n,w) =
s

n
=

log2(n/w)
(n/w)

.

For simplicity, we can assume that n > 4w. In this case, the function ψ tends to zero when n is chosen to
be large enough. Consequently, there exists an n0 such that for all n ≥ n0, ψ(n,w) is upper bounded by a
constant γ < 1/2. Thus, for values of the code length n such that (1−γ)n

2 is large enough, the probability of
distinguishing the output of any function u ∈ U from a random sequence of length s is negligible.
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Security of the key stream generation. As explained above, the keystream output by 2SC consists of a
number of blocks of length s − c bits (the number of blocks depends on the number of times the squeezing
operation is performed). Each block is obtained from the output of the update function g, by extracting its
first s−c bits. Since g is similar to the output function used in SYND [12], it is straightforward to prove that
the keystream generated by our scheme is indistinguishable from a random sequence under the assumption
that the regular syndrome decoding problem is intractable for some sets of parameters. The proof is inspired
from [12,9] based on the proofs given in [3]. The following theorem summarizes our main result.

Theorem 1. Let L = α(s−c) represent the number of keystream bits produced by our scheme after iterating
the update function g α times. If there exists an algorithm A, in time T and with advantage ε, which
distinguishes the L-bit keystream sequence produced through a known random s×n matrix (or a quasi-cyclic
random matrix of the same size) multiplied by an unknown, randomly chosen regular word e from a random
bit sequence, then there exists an algorithm A′ that can recover e in time T ′ ≈ 27n2α2T

ε2 .

Proof. (Sketch) As in [3], the proof sketch consists of three steps. First we prove that distinguishing the
keystream from a random sequence is equivalent to distinguishing the output of a random syndrome mapping
x 7→ H ·xT for an unknown, regular n-bit word x, from a random vector of appropriate size. Then, we prove
that a distinguisher against the syndrome map can be used to build a predictor for any linear function of its
inputs. Finally, we show that such a predictor allows us to invert the syndrome mapping for regular words.

Security of the initial state. As explained in Section 4, the initialization process of the 2SC consists of
two stages. During the first stage, the secret key is introduced to generate a pre-initial state. For suitably
chosen parameters (n, s, w), as indicated in [12], the underlying syndrome mapping behaves like a random
function, since its outputs are indistinguishable from a random sequence. Therefore, the pre-initial state is
random. During the second stage, the outer r-bit part of this state is first XORed with a secret initial value.
Then, the resulting s-bit vector is fed to the function f to produce the initial state. This process can be
viewed as XORing w random columns of a random matrix, resulting in a random s-bit initial state.

6 Parameters and Implementation Results

Suitable parameters (n, s, w) for 2SC should provide both efficiency and high security against all known
attacks. Firstly, we account for Time Memory Trade-Off attacks (see section 5.1) and choose (n, s, w) such
that:

s = w log2(n/w) ≥ 2|IV| and |IV| ≥ |K|.

Since |IV| = |K| = s− c, we obtain s ≤ 2c. We use the following strategy for selecting secure parameters
for 2SC: according the sponge construction, we first fix c such that c/2 is at least the desired security level,
then choose the remaining parameters (n, s, w) accordingly.

We have implemented 2SC to test a large set of potential parameters for a number of security levels. In
practice, optimal parameters for this scheme should also take into account these three main implementation-
specific requirements: the ratio s

c , selecting an appropriate block size for the regular encoding, and the use
of int-wise (rather than byte-wise) XORing. A large value of s

c yields a large value of r, hence allowing for
better performance. We implement the regular encoding such that it uses shift operations, thus efficiently
using processor architecture. The choice log2(n/w) = 16 was the most promising block size in terms of the
computation time in our implementation. Finally, int-wise XORing reduces computation time by four times
compared to byte-wise XORing. Our parameters should thus ensure that we can perform int-wise XORing.

Putting everything together, the choice of w, s and c is a tradeoff decision. On the one hand, a small w
leads to fewer XOR operations during matrix multiplication. On the other hand, a small w implies a small
s (s = w log2(n/w) ). Making n large will help in increasing s. But at the same time the matrix will become
very big. Last but not least, the smaller c is chosen, the more efficient the computation is, because (r = s−c)
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becomes larger.

Table 1 presents the optimal parameter sets (n,w, s, c) resulted from running our implementation for
three security levels, 100, 160,and 250 bits. All results are tested on 2,53 GHz Pentium Core2 Duo, 32 Bit
Ubuntu 10.04, 6 MB Level 2 Cache, 4 GB RAM.

Security Level n s w c Key/IV size Speed (cycles/byte)
100 1572864 384 24 240 144 37
160 2228224 544 34 336 208 47
250 3801088 928 58 576 352 72

Table 1. Performance of 2SC using quasi-cyclic codes

In order to compare the speed of 2SC with the speed of SYND [12], we have implemented SYND with
the same techniques using the parameter sets proposed in [12].

Note that the results given in [12] can not be checked, since no freely-available implementation of SYND
exists. For this reason, we decided to implement SYND. On our own implementation of SYND, we obtained
the results presented in Table 2. For comparable security levels, 2SC runs faster than SYND. At the same
time, SYND needs significantly larger key sizes compared to 2SC. However, 2SC suffers from the drawback
of having to store large matrices.

Security Level n s w Key/IV size Speed (cycles/byte)
80 8192 256 32 128 36
170 8192 512 64 256 85
366 8192 1024 128 512 132

Table 2. Performance of SYND using quasi-cyclic codes

7 Conclusion and Future Work

This paper describes a new code-based stream cipher, called 2SC. Its design follows the sponge construc-
tion [10]. Our proposal is more efficient than the SYND and QUAD stream ciphers and its security is
reducible to the syndrome decoding problem. Moreover, 2SC uses small key/IV sizes compared to SYND
and QUAD. However, our construction is slower than AES in counter mode and needs a larger storage
capacity. We believe that these two issues could be considerably reduced by avoiding the use of the regular
encoding, which is the most time consuming part during the keystream generation. A promising alternative
to the regular encoding and matrix-vector multiplication step is to introduce a one-way mapping based only
on XOR operations.
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